Java

What is Exception

An Unwanted unexpected event that disturbs the normal flow of program is called Exception.

What is the purpose of Exception handling

To Graceful termination of the program.

What is meaning of Exception handling

Defining the alternative way to continue rest of the program normally.

Three way we handle Exception handling

1. try & catch
2. throws
3. throw keyword

Checked Exceptions In Java :

Checked exceptions are the exceptions which are checked during compilation itself. They are also called compile time exceptions. Compiler is aware of these exceptions and immediately throws the error wherever it sees the statements which may throw checked exceptions.

All sub classes of java.lang.Exception (except sub classes of RunTimeException) are checked exceptions. For example, FileNotFoundException, IOException, SQLException, ClassNotFoundException etc…

These exceptions must be handled either using try-catch blocks or using throws clause. If not handled properly, they will give compile time error.

For example,

Below code throws ClassNotFoundException which is a checked exception. But it is not handled, so it gives compile time error.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11 | **public** **class** CheckedException  {  **public** **static** **void** main(String[] args)      {          Class.forName("AnyClassName");            //Compile time error because          //above statement throws ClassNotFoundException which is a checked exception          //this statement must be enclosed within try-catch block or declare main method with throws clause      }  } |

Below are the correct ways to write the above code.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14 | **public** **class** CheckedException  {  **public** **static** **void** main(String[] args)      {  **try**          {              Class.forName("AnyClassName");          }  **catch** (ClassNotFoundException ex)          {              System.out.println("ClassNotFoundException will be caught here");          }      }  } |

**OR**

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7 | **public** **class** CheckedException  {  **public** **static** **void** main(String[] args) **throws** ClassNotFoundException      {          Class.forName("AnyClassName"); |

What is the purpose of Throw keyword

To hand over our created Exception object to the JVM manually.

To throw key word we can create our own Exception

Throw Keyword

1 throw is used within the method and block.

2 In case of throw keyword we can throw only one single exception.

3 throw keyword is mainly used for runtime exception or unchecked exception.

Throws Keyword

1. throws is used with the method signature.
2. throws keyword is mainly used for compile time exception or checked exception.
3. In case of throw keyword we can declare multiple exception.
4. Throws keyword is used to declare the exception i.e. it indicates the caller method that given type of exception can occur so you can handle it while calling.

Java throw Example

**TestThrow.java**

1. **public** **class** TestThrow {
2. //defining a method
3. **public** **static** **void** checkNum(**int** num) {
4. **if** (num < 1) {
5. **throw** **new** ArithmeticException("\nNumber is negative, cannot calculate square");
6. }
7. **else** {
8. System.out.println("Square of " + num + " is " + (num\*num));
9. }
10. }
11. //main method
12. **public** **static** **void** main(String[] args) {
13. TestThrow obj = **new** TestThrow();
14. obj.checkNum(-3);
15. System.out.println("Rest of the code..");
16. }
17. }

**Output:**

![Difference between throw and throws in Java](data:image/png;base64,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)

Java throws Example

**TestThrows.java**

1. **public** **class** TestThrows {
2. //defining a method
3. **public** **static** **int** divideNum(**int** m, **int** n) **throws** ArithmeticException {
4. **int** div = m / n;
5. **return** div;
6. }
7. //main method
8. **public** **static** **void** main(String[] args) {
9. TestThrows obj = **new** TestThrows();
10. **try** {
11. System.out.println(obj.divideNum(45, 0));
12. }
13. **catch** (ArithmeticException e){
14. System.out.println("\nNumber cannot be divided by 0");
15. }
17. System.out.println("Rest of the code..");
18. }
19. }

**Output:**

![Difference between throw and throws in Java](data:image/png;base64,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)

Access Modifier

* **public:** Accessible in all classes in your application.
* **protected:** Accessible within the package in which it is defined and in its **subclass(es) (including subclasses declared outside the package)**.
* **private:** Accessible only within the class in which it is defined.
* **default (declared/defined without using any modifier):** Accessible within the same class and package within which its class is defined.

What is Oops

Object-oriented programming (OOP) is **a way of thinking about and organizing code for maximum reusability**. With this type of programming, a program comprises objects that can interact with the user, other objects, or other programs. This makes programs more efficient and easier to understand.

Pillars of OOPs

* [Abstraction](https://www.geeksforgeeks.org/abstraction-in-java-2/)
* [Encapsulation](https://www.geeksforgeeks.org/encapsulation-in-java/)
* [Inheritance](https://www.geeksforgeeks.org/inheritance-in-java/)
* [Polymorphism](https://www.geeksforgeeks.org/polymorphism-in-java/)

What is Abstraction

Hiding internal implementation just high let set of service what we are offering.

Example – ATM Machine

**Advantages of Abstraction**

1. It reduces the complexity of viewing things.
2. Avoids code duplication and increases reusability.
3. Helps to increase the security of an application or program as only essential details are provided to the user.
4. It improves the maintainability of the application.
5. It improves the modularity of the application.
6. The enhancement will become very easy because without affecting end-users we can be able to perform any type of changes in our internal system

What is Encapsulation

the process of grouping data members and corresponding method into a single unit it is called encapsulation

**Advantages of Encapsulation**:

* **Data Hiding:**it is a way of restricting the access of our data members by hiding the implementation details. Encapsulation also provides a way for data hiding. The user will have no idea about the inner implementation of the class. It will not be visible to the user how the class is storing values in the variables. The user will only know that we are passing the values to a setter method and variables are getting initialized with that value.
* **Increased Flexibility:** We can make the variables of the class read-only or write-only depending on our requirement. If we wish to make the variables read-only then we have to omit the setter methods like setName(), setAge(), etc. from the above program or if we wish to make the variables write-only then we have to omit the get methods like getName(), getAge(), etc. from the above program
* **Reusability:** Encapsulation also improves the re-usability and is easy to change with new requirements.
* **Testing code is easy:** Encapsulated code is easy to test for unit testing.

What is Inheritance

inheritance, a class (Sub Class) can inherit properties of another class (Super Class). Sub class can have its own properties along with the inherited properties from its super class.

Advantage

* **Code Reusability:**The code written in the Superclass is common to all subclasses. Child classes can directly use the parent class code.

## ****How to use inheritance in Java?****

The **extends keyword**is used for inheritance in java. Using the extends keyword indicates you are derived from an existing class. In other words, “extends” refers to increased functionality

What is Polymorphism

The word polymorphism means having many forms. In simple words, we can define polymorphism as the ability of a message to be displayed in more than one form.

**Real-life Illustration:**Polymorphism

A person at the same time can have different characteristics. Like a man at the same time is a father, a husband, an employee. So the same person possesses different behavior in different situations. This is called polymorphism.

* Compile-time Polymorphism
* Runtime Polymorphism

**Method Overloading**: When there are multiple functions with the same name but different parameters then these functions are said to be **overloaded** Static polymorphism or Compile time Polymorphism

**class** Helper {

    // Method with 2 integer parameters

**static** **int** Multiply(**int** a, **int** b)

    {

        // Returns product of integer numbers

**return** a \* b;

    }

    // Method 2

    // With same name but with 2 double parameters

**static** **double** Multiply(**double** a, **double** b)

    {

        // Returns product of double numbers

**return** a \* b;

    }

}

// Class 2

// Main class

**class** GFG {

    // Main driver method

**public** **static** **void** main(String[] args)

    {

        // Calling method by passing

        // input as in arguments

        System.out.println(Helper.Multiply(2, 4));

        System.out.println(Helper.Multiply(5.5, 6.3));

    }

}

Method Overriding

It is a process in which a function call to the overridden method is resolved at Runtime. This type of polymorphism is achieved by Method Overriding. [**Method overriding**](https://www.geeksforgeeks.org/overriding-in-java/) Runtime Polymorphism Dynamic Poly…

**class** Parent {

    // Method of parent class

**void** Print()

    {

        // Print statement

        System.out.println("parent class");

    }

}

// Class 2

// Helper class

**class** subclass1 **extends** Parent {

    // Method

**void** Print() { System.out.println("subclass1"); }

}

// Class 3

// Helper class

**class** subclass2 **extends** Parent {

    // Method

**void** Print()

    {

        // Print statement

        System.out.println("subclass2");

    }

}

// Class 4

// Main class

**class** GFG {

    // Main driver method

**public** **static** **void** main(String[] args)

    {

        // Creating object of class 1

        Parent a;

        // Now we will be calling print methods

        // inside main() method

        a = **new** subclass1();

        a.Print();

        a = **new** subclass2();

        a.Print();

    }

}

# **Difference between abstract class and interface**

|  |  |
| --- | --- |
| **Abstract class** | **Interface** |
| 1) Abstract class can **have abstract and non-abstract** methods. | Interface can have **only abstract** methods. Since Java 8, it can have **default and static methods** also. |
| 2) Abstract class **doesn't support multiple inheritance**. | Interface **supports multiple inheritance**. |
| 3) Abstract class **can have final, non-final, static and non-static variables**. | Interface has **only static and final variables**. |
| 4) Abstract class **can provide the implementation of interface**. | Interface **can't provide the implementation of abstract class**. |
| 5) The **abstract keyword** is used to declare abstract class. | The **interface keyword** is used to declare interface. |
| 6) An **abstract class** can extend another Java class and implement multiple Java interfaces. | An **interface** can extend another Java interface only. |
| 7) An **abstract class** can be extended using keyword "extends". | An **interface** can be implemented using keyword "implements". |
| 8) A Java **abstract class** can have class members like private, protected, etc. | Members of a Java interface are public by default. |
| 9)**Example:** public abstract class Shape{ public abstract void draw(); } | **Example:** public interface Drawable{ void draw(); } |

Abstract class and interface both are used to achieve abstraction where we can declare the abstract methods. Abstract class and interface both can't be instantiated.

But there are many differences between abstract class and interface that are given below.

Simply, abstract class achieves partial abstraction (0 to 100%) whereas interface achieves fully abstraction (100%).

What is Interface

An **interface in Java** is a blueprint of a class. The interface in Java is a mechanism to achieve [*abstraction*](https://www.javatpoint.com/abstract-class-in-java). There can be only abstract methods in the Java interface, not method body. It is used to achieve abstraction and multiple [inheritance in Java](https://www.javatpoint.com/inheritance-in-java).